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1.	Abstract
The objective of this project was to build a Micromouse, which is an autonomous robot able to navigate inside a maze and find its center in the shortest time possible. To accomplish this, AutoMouse’s design utilizes an STM32F0 microcontroller in combination with three infrared analog sensors and two stepper motors. The closed-loop feedback provided by the sensors allows the robot to perform error correction, so it can safely map and solve the maze at a high speed. The design has resulted in a reliable robot which is capable of reaching the center of the maze within the time limit.



















2.	Introduction
Micromouse is a competition hosted by IEEE since the late 1970’s in order to foster involvement of young engineers. In order to participate in this competition, the robots must meet certain criteria. First of all, the robot must be self-contained and autonomous. The total cost of the mouse should not exceed $500.00. The robot must not damage the walls of the maze in any way. All entries are allowed ten minutes to map and solve the maze [1].
 Team AutoMouse designed a robot that possesses unique characteristics which sets it apart from its competitors. For instance, the robot utilizes large bipolar stepper motors in order to achieve a high speed. To accommodate these motors, the chassis was designed in a compact square layout which results in a small turning radius. The addition of the SHARP infrared sensors provides the robot with accurate distance readings. Furthermore, the long range front sensor, as opposed to the shorter range side sensors, allows for the detection of walls from a far distance. To map the maze, the flood algorithm is used in order for the robot to keep track of its position and to find the shortest route to the center.  
 












3.	Design
[image: Block Diagram 11-28-14 6PM.jpg]
Figure 1. Block diagram
Figure 1 shows the main aspects of the design; each block is interconnected in a different manner according to its particular function. The microcontroller directly maintains a constant relationship with the drivers, sensors, and power supply depending of the maze solving code and its specifications. Drivers control the speed and directional rotation of the motors depending on the type of commands received from the microcontroller. The motors operate at a frequency determined by the microcontroller. The sensors constantly report the distance of the robot from the walls to the microcontroller in order to detect obstacles and recognize the location of the robot inside the maze. To interact with the robot, a number of user interface peripherals were required such as switches to toggle power to the robot and to select between mapping and solving modes. 
[image: explodedview.png]Figure 2. Exploded view of the robot
[image: Untitled-1.jpg]Figure 2 portrays the physical appearance and the components of the design. The sensors are located on the front of the robot in order to detect walls as early as possible. The large diameter size wheels are necessary in order to provide enough clearance for the ball casters that are on the bottom. By positioning the motors in the center of the chassis, the robot can achieve a turning radius of 7.0 cm as shown in Figure 3. This small turning radius gave robot the ability to maneuver the maze without colliding into the walls. 



















Figure 3. Clearance of robot inside a cell
4.	Hardware
4.1	Microcontroller
[image: ]	The STM32F0-Discovery Board was chosen because it provides powerful processing capabilities and large memory storage for embedded systems. This microcontroller provides necessary peripherals for the robot such as: timers (TIM), analog-to-digital conversion (ADC), direct memory access (DMA), and general purpose input-output pins (GPIO).






Figure 4. STM32F0-Discovery Board
The signals that are sent to the motor drivers are generated by the timers which operate in output-compare toggle mode. The ADC and DMA are used to continuously transfer converted data from ADC Channel 1 to memory. The converted data from the three sensors is stored in memory after the DMA transfer in circular mode. 
4.2	Motors and Drivers 
	In order to provide locomotion, the robot uses a bipolar stepper motor and a DRV8825 driver for each wheel shown in the images below. This motor was chosen due to its holding torque of 36 N∙cm, rated voltage of 2.8 V, 1.68 A rated current, and its ability to function within the range of 8.2 V to 45 V. Since the motor is needed to work nonstop between runs for at least ten minutes, it is important that the motor achieves the best control at the fastest speed when required. These drivers not only control the direction of rotation of the wheels, but also the stepping mode for the motors at a stepping ratio of 32 micro-stepping (6,400 steps per revolution). This mode gives the best resolution for higher frequencies, and also reduces the motor vibrations.
 [image: motor1.png]			[image: Pololu_DRV8825.jpg]
Figure 5. Bipolar stepper motor			Figure 6. DRV8825 driver
The drivers require a minimum of 8.2 V for the motors and 3.3 V for the digital logic. As the frequency increases, the current passing through the driver decreases. To avoid overheating at lower frequencies or due to overuse, the drivers were tuned at a current rating of 1.5 A [2]. The configuration of motors and drivers is shown in the Figure I of the Appendix [3]. 
The bipolar stepper motors are driven by square waves of a certain frequency. As the frequency increases, the speed also increases. To obtain square waves, the code uses two timers called TIM2 and TIM3 for the right and left motor respectively. 
Since the motors and drivers are set in the 32 microstepping mode for better stability, the frequency needed to be varied in a controlled way in a range from 6 kHz up to 30 kHz to avoid missing steps and even unwanted breaks. The increment of frequency from the resting point of the motor to a constant and stable speed (6.144 kHz = 24.1274 cm/s) was acquired with a piece of code that changed the period of the square waves by a factor of approximately 983.04 Hz. It was decided to start the motors at about 3.78 kHz as a point when their shafts were no longer stationary. Using the procedure stated above, the speed of the robot can increase from approximately 14.85 cm/s to 24.13 cm/s in less than 0.423 ms. A similar process was approached to diminish the speed when the robot needed to stop. Table 1 in the Appendix shows the speed obtained for a range of frequencies. 
The frequencies generated were sent from the microcontroller’s PB5 and PB3 to the right and left drivers’ STEP pin respectively. The 32 microstepping mode was established by sending 3.3 V from assigned microcontroller’s pins to the M0, M1, and M2 pins of both drivers (Mode 111). Table 2 in the Appendix describes the configuration for the different types of modes. 
The output capture function integrated in the TIM2 and TIM3 peripherals is used to count the number of pulses being sent to the drivers. A total of 6,400 pulses are needed to complete a full rotation of the wheel; furthermore, to achieve a perfect 90° and a 180° turns, 3,850 and 8,000 pulses are implemented to a single wheel  regarding the direction of turning in order to rotate in the same axis.  
4.3	Sensors
A crucial feature of a Micromouse is the ability to determine if there are walls obstructing its path or if there are openings instead. It also must be able to indicate its proximity from the walls in order to avoid hitting them. This cannot be accomplished without eyes or any form of sensor. Multiple factors were taken into consideration when deciding which type of sensor would be implemented. One other type of sensor that was taken into consideration was the ultrasonic sensor. These sensors work with sound waves, but since the Micromouse maze contains small cells, the signals of an ultrasonic sensor could get muddled and produce the wrong readings. It was a known factor that the maze would be located indoors, so interference from the sunlight did not need to be accounted for, hence an ultrasonic sensor was not necessary. With various sensors and factors taken into consideration, the optimal choice for sensors was the Sharp IR Proximity Sensors. This type of sensor uses infrared light beams which bounce off of the walls to indicate the presence of walls, as well as proximity, through the method of triangulation, as seen in Figure II of the Appendix.  
[image: sensors1.png]			[image: http://media.digikey.com/Photos/Sharp%20Photos/GP2Y0A51SK0F.JPG]
Figure 7. Front sensor of 4-30 cm range		Figure 8. Side sensor of 2-15 cm range 
Two types of Sharp IR Proximity Sensors were implemented in the design. The front sensor, seen in Figure 7, has a range of 4-30 cm which enables the robot to sense walls far ahead. The side sensors, seen in Figure 8, are of 2-15 cm range because the range only needed to be far enough for the robot to see walls and openings within the current cell. The ranges were chosen based on the 18 x 18 cm dimension of each cell because it was not ideal to have either too short or too long of a range. The sensors’ range being too short is not a problem since the robot takes up most of the space in a cell, leaving very little space between the side sensors and the walls. However, if the range is too long, it means that the sensors would have to be offset even farther into the chassis, consuming more space.
[image: graph2.png][image: graph.png]The correlation between the distance of the reflective object and the output voltage is seen in Figure 9.(a) [4] and Figure 9.(b) [5]. The farther the wall or reflective object gets from the sensor, the lower the output voltage becomes. However, when the distance of the object from the sensor falls below minimum range, the output voltage also decreases, but more drastically. These characteristics of the sensors are evident in Figures 9.(a) and 9.(b). Since the output voltage decreases in both instances, the sensor would provide inaccurate output when below the minimum range, thus the solution of offsetting the sensors to accommodate this problem was implemented. 












	
(a) 4-30 cm range						(b) 2-15 cm range
Figure 9. Range correlation between distance of reflective object and output voltage

	In order for the output of the IR sensors to become manageable in code, the output voltages of the three sensors are converted to digital values using the analog to digital converter of the STM32F0 Discovery Board. Three channels of the analog to digital converter are used to accommodate all three sensors since one channel alone cannot handle inputs from three sensors simultaneously. The sampling rate is set to about 60 Hz. The ADC values are then stored into three sample variables, allowing ease of use of the sensors’ outputs in software. In terms of software, the sensors are used in mapping to detect walls and openings throughout the maze. The sensors are also used in the error correction function which allows the robot to avoid hitting walls by using thresholds with the sensor data.
4.4	Battery and Power Supply
The standard allotted time for a Micromouse competition is a maximum of ten minutes to map out and solve the maze with the fastest route possible. As such, it is required to use a battery that would be reliable enough to last at least those ten minutes, preferably longer for testing purposes, and ideally needed to be rechargeable so they could be reused. Lithium polymer batteries are the best bet at fulfilling all of the requirements for testing and the actual competition. These high capacity batteries are light, compact, and are easily rechargeable. 
	The maximum voltage draw of the robot is around 9 V for the stepper motors;, meaning it is necessary to have a battery that can output that at least that voltagemuch voltage or more. Lithium polymer batteries are composed of cells, each one being 3.7 V, which meant that it was required to have a minimum ofat least three cells to accommodate the motors, providing at least 11.1 V total. While the voltage is important, the size, discharge rate, and capacity of the battery are subjects to take into account as well. The robot is very compact with the addition of thelarger stepper motors, so there is little extra space for other componentssize was a real issue. With all of these key factors in mind, the Rhino Lithium Polymer Battery Pack, illustrated in Figure 10, is the best choice for these requirements. This battery pack can supply a total of 11.1 V, and has a capacity of 610 mAh at 20 C with a maximum discharge current of 12.2 A. The dimensions of the battery are 55 x 31 x 16 mm, and it weighs 50.9 g, allowing the battery to fit nicely behind the motors at the rear of the robot with little issue. Rechargeability is the most important factor of this battery., Withand at a 0.6 A current charge rate, the battery itself charges at a fairly quick rate, making it ideal for testing. With the robot constantly running, the battery lasts long enough for the ten minutes required without the need to switch out for a new battery. 
[image: ]
Figure 10.  Rhino Li-Po battery, 11.1 V, 610 mA
To avoid damaging components of the robot with the voltage supplied by the battery,To provide a desirable voltage for the rest of the major components within, some form of voltage regulation is required to step down the voltage directly from the battery. The major components in question are the microcontroller and the sensors since the motor drivers have their own regulators. Both the microcontroller and the sensors can operate normally with an input voltage of 5 V. Considering the maximum current draw of the robot and overall costs, a LM7805 voltage regulator, depicted in Figure 11, is used. In this case, it was unnecessary to embellish what could be simplistic, leaving this standard voltage regulator as an option for both cost and ease of use. Through heat dissipation, these voltage regulators step down input voltages. While this runs the risk of overheating, the current draw of the robot is low enough to leave this fact as a non-issue. 
	It is also necessary to use a zener diode in order to create a voltage divider that further steps down the 5 V to 3.3 V to provide a safe voltage for the GPIO pins of the microcontroller and avoid potentially damaging them as well. Figure 12 displays the setup of the voltage divider.
[image: ]		[image: ]

Figure 11. Voltage regulator, LM 7805		Figure 12. Voltage divider with Zener diode
4.5	Printed Circuit Board 

A two-layered PCB was designed with a size of 11 x 9 cm to contain all the required electrical components and devices as shown in Figure 13. Most of the through-hole devices are soldered on the top layer except for some headers as well as some surface-mount electrical components. In addition, a variety of connectors were soldered onto the board in order to easily connect or disconnect the battery, microcontroller, and drivers. Two electrolytic capacitors of 1000 μF were placed between VMOT and GND of each motor driver in order to protect the drivers from being permanently damaged by LC voltage spikes. Since the current from the drivers was limited to 1.5 A, the width of the traces routed from the battery into the drivers were required to be twice as large as the traces routed from the sensors into the microcontroller. Vias were used to connect the traces of the top layer to the ones of the bottom layer. For the full schematic of the PCB layout, refer to Figure III in Appendix. 
[image: PCB_revC.jpg]
Figure 13. Printed circuit board design


5.	Software
5.1	Error Correction
	Even with the straightest wheels and perfect synchronization, there is always some error involved when trying to get the robot to drive straight. Without some form of error correction, the robot would drift to one direction and eventually hit the wall. Therefore, a simple error correction procedure is implemented in order to keep the robot aligned in the center of the cells. When the robot drifts closely to the right wall, the readings of the right sensor increase while the readings of the left sensor decrease. The error control is performed when one of these readings is greater than the other. When the robot drifts to the right wall, the right wheel accelerates for a short amount of time and then decelerates back to its original speed to realign the robot inside the cell. On the other hand, when the robot drifts to the left wall, the process is reversed. 
[image: EC Diagram.jpg]
Figure 14. Error control diagram
	In the case when the robot senses the wall on one side only, the error control is performed according to the readings of only the side that has the wall. 


5.3	Control System
By structuring the software using a state machine, the complexity of the code can be reduced while increasing its maintainability. This allowed for rapid feature addition and improvement of the code base during development. Using the state machine structure, all the actions which the robot can perform are clearly defined and segregated. Also, the transitions between them based on their events (throwing switches, action completed, etc.) are easily observable.
A state diagram of the machine is shown in Figure 15. Upon turning the robot on via the power switch, the robot enters the Initialization state. This is a preliminary setup state where the microcontroller’s peripherals are configured (ADC, DMA, timers, etc.) and data structures used in the mapping and solving states are created and initialized. Once initialization is completed, the robot waits for the operator to press the start button in order to begin the mapping process. This intermediate state was added so that the operator can accurately position the robot, which is important for the mapping process. There is also a delay of one second after the start button is pressed, so that the operator’s hand does not change the direction of the robot when it moves.
[image: StateMachineDiagram.jpg]
Figure 15. State diagram of control system
During the mapping procedure, the robot traverses the maze in order to determine the shortest path to the center. Using the Flood Fill algorithm, the robot can keep track of its position in the maze and intelligently move from cell to cell. In short, each cell is assigned a value which indicates the distance to the center of the maze. As the robot discovers more walls, these distance values are updated. By continuously updating the walls and distance values, the robot is able to find the center by following these values in descending order. Upon successfully entering the center, the path is stored in memory, which is then used in the solving state. For an in-depth description of this routine, refer to Section 5.4 Flood Fill Algorithm. After the maze has been mapped and the robot has entered the center, the mouse proceeds to the Returning state. This action has the robot returning from the center of the maze back to the starting cell. This time, by following the distance values in ascending order the robot can find its way back to the start. This is more so a matter of convenience than necessity, since manually retrieving the robot from the center is difficult given the large dimensions of the maze. 
When the robot has returned to the starting cell, it once again waits for user input. At this point, the operator instructs the robot to perform solving by selecting the solving mode with the mode switch. In this state, the robot quickly drives to the center of the maze, using the path previously determined in the mapping state, in order to perform a “speed run”. The time it takes for the robot to arrive to the center is the time that is recorded for the competition. When it finishes the speed run the robot once again returns to the starting cell.
5.4	Flood Fill Algorithm
The procedure that was implemented for the mapping state is the Flood Fill algorithm. This well-known algorithm is very dependable in producing the shortest route to the center of the maze. It can resolve more difficult mazes which contain loops, islands, and dead ends, which are commonly found in the competition. It is also relatively simple to implement compared to other algorithms. While there are more sophisticated algorithms available, it is commonly the case that multiple robots discover the optimal route, regardless of which algorithm they use. As such, the competition is more dependent on the time it takes for the speed run rather than the mapping time itself. For this reason, it was determined to use the reliable Flood Fill algorithm for mapping and depend on the larger stepper motors for speed.
At the heart of the algorithm are the following three principles:
1. Assume no internal walls initially
2. Follow distance values in descending order
3. Prefer straight movement over turns
[image: Flood Fill.PNG]The first principle indicates that the maze is a blank slate when the robot begins mapping. Thus, it is up to the robot to discover all the internal walls. Second, the robot chooses destination cells by following the distance values in descending order. As shown in the left diagram of Figure 16, the maze is initialized with distance values in every cell, with the center containing zero. Using this rule, the robot will tend to move toward the center. Lastly, given the choice between two cells of equal value, the robot will prioritize straight movement over turns because turns take more time to complete.




Figure 16. Updating distance values [6]
In order for the robot to keep track of its position, walls, and distance values, data structures for these metrics need to be created and operated on. The distance values are stored in a two-dimensional, 16x16 integer array which corresponds to size of the maze. Similarly, another two-dimensional character (byte) array is used to store the walls present in each cell. For this array, each byte follows the .MAZ format,[7] where each bit of the lower-half indicates the presence of a wall as follows: (MSB) 0 0 0 0 W S E N (LSB). For example, in Figure 16, for the cell that the robot is currently located in, the byte would be 0xA.
[image: Mapping algorithm flowchart.png]
Figure 17.  Flood fill algorithm flowchart
For every new cell that the robot enters, several tasks need to be performed. An overview is shown in Figure 17. First, the robot determines if it has reached the center of the maze. If it has not, it performs the steps necessary for implementing the Flood Fill algorithm. This includes updating the walls array for any newly discovered walls, updating the distance values based on any new walls, and determining the next cell to move to. At the end of this process, the entire maze will have been mapped and the distance values will indicate the shortest path to the center.
Because the route to the center is dependent on the distance values, it is critical that they are updated correctly. Figure 15 demonstrates how this process occurs. When the robot arrives to a new cell and has finished updating the walls, it validates the distance values by placing the current cell and its open neighbors onto a stack to examine. For the current cell that the robot is in, [0,2] (if the upper-left corner is [0,0]), its open neighbors are the cells directly north and south of it. In this case, the minimum distance value of its open neighbors is 3. Since its current cell is 2, it must change its value to 1 + the minimum value of its open neighbors. As shown in the diagram on the right-hand side, the value is correctly updated to 4. This process is repeated until all of the open neighboring cells have been validated (i.e. when the stack is empty).
6.	Conclusion
Team AutoMouse experienced many challenges throughout the development of this project. The original design was improved in multiple stages in order to meet the established goals. Similar to other Micromouse teams, the initial plan for the physical design of the robot was to have the wheels towards the back and the overall size slightly larger to accommodate all the parts. However, during the experimental phase, it was evident that this design was not going to work since the turn radius was too large and the robot was hitting walls during turns. Hence, the wheels were moved to the center of the robot and the chassis size decreased, drastically improving the robot’s maneuverability inside the maze. Another aspect of the design that changed was the driving of the motors. Initially, the motor was driven through bit-banging, which was inefficient due to its blocking nature, so the method of driving the motors was changed to utilizing the timers in output capture mode. In the end, team AutoMouse designed and constructed a reliable robot which can navigate to the center of the maze at a speed of 23.56 cm/s. Team AutoMouse would like to thank the Department of Electrical and Computer Engineering for sponsorship. 

7.	Recommendations
	The prototype produced by team AutoMouse can be used as a foundation for further development. However, there are certain aspects of the robot which can be improved upon. First, the design shape can be more compact by reducing the size of the components.  Second, the quality of the PCB could be higher in order to prevent failures in the components. This could be obtained by having the board professionally fabricated. Most importantly, as with most Micromouse projects, it is very important to allocate sufficient time for software development.   
[bookmark: h.gjdgxs]
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9. Appendix
9.1	Cost Analysis 
	A standard Micromouse competition typically allows $500 for each participant in constructing a robot to compete. However, for this project, a total budget of $600 was generously allotted by the Department of Engineering for completion of the Micromouse robot. The extra $100 was provided as leeway for any extra hardware needed in constructing the robot, considering the competition was not an official one with experienced competitors. Figure I below displays a pie chart of the budget actually used to complete the project. Each section represents a major component utilized in the construction of the robot, and they comprise all the minor and extra parts ordered for that major component. 
The last section on the cost analysis list, “Hardware Parts”, is a filler piece that indicates hardware parts including wheels, brackets, wire casings and connectors, etc. Despite all the extra costs put into this project, the budget at the end totaled approximately $400, meaning about $200 under the provided budget.    	
[image: Automouse Budget.jpg]
Figure I.  Pie chart of budget and cost analysis



9.2	Figures 

[image: 0J4124.600.png]
Figure II. Motor and driver configuration

[image: 419px-SHARP_IR_operation.png]
Figure III.  Method of Triangulation



[image: Schematic1.jpg]Figure IV. Final schematic for PCB design


[image: ]Figure V. Gantt Chart

9.3	Tables 
Table 1 uses the following equation:

[image: Frequency and Calculated Speed.jpg]
Table 1. Correlation of speed and frequency

[image: Step Mode Table.jpg]
Table 2. Stepping format [2]






[bookmark: h.30j0zll][bookmark: _GoBack]
23

image2.png
microcontroller

STM32FO Discovery Board
e 48 MHz clock freq.

front sensor
SHARP IR Proximity Sensor

, e 4-30 cm range

side sensors
SHARP IR Proximity Sensors

. ‘. 2-15 cm range

mm<,

___/  motor drivers
W DRV8825 motor drivers

& ® 32 microstepping

battery

3 Cell LiPo Battery
e11.1V, 610 mAh

motors

Bipolar Stepper
Motors

|
y e 200 steps/rev.





image3.jpeg
16.50 cm

11.0cm

16.50 cm

11.0cm




image4.png




image5.png




image6.jpg




image7.png




image8.jpg




image9.png
Analog voltage output [V]

o Whits sepr Reflctance 7o 009 - % -~ Gray pepie e

26 [—1

26

X

2

e

o

o

e

4 8 3 9C 12 14 96 18 2 2 2 25 28 0 % MU I W K

Distance to reflective abject

(crm)




image10.png
Anaog vltage vt ]

320

200

280

260

240

220

200

180

160

140

120

100

a0

060

040

020

000

—e— Wnite paper (Reflsctance ratio 90%)

23 4 556 7 8 91011 121314 15 16 17 12 19 20
Distance to reflective objost fom]




image11.png




image12.png
LM7805 PINOUT DIAGRAM

Lm7805





image13.png




image14.jpeg
STM32F@-Di1scovery Board
u1

74

N\
7000000000000Q2QAAD P





image15.jpg
Left ERROR = LSS-RSS Right
Sensor Sensor B
Sample Sample





image16.jpg
Power switched on

Initialization

Initialization completed

Mode
switched

Start button
pressed

Mappiy

Starting cell

Solving reached

Center
reached

Center

reached ;
Returning





image17.png




image18.png
Initialize distance values
and wall map

Destination
cells
reached?

Update wall map

Update distance values

Determine next cell and
move toit

Retun to starting cell




image19.jpg
Cost Analysis

Motors and Drivers
17%

Hardware Parts
35%

Sensors

o Motors and Drivers $70

Sensors $50
Microcontroller $53
Batteries and Power Supply $87

Hardware Parts $140

Total (w/o Tax) $400

Batteries and Power Supply —
22%





image20.png
logic power supply
(25-5.25V)

VDD

microcontroller

GND

DRV8825

motor power supply
(8.2-45V)

T
100 pF




image21.png
N\

|

Larger angle

N

\

Smaller angle




image22.jpg




image23.jpeg
fio ID  Task Name Duration Start Finish [sep 14 [Nov 14 |oec 14
2 3 | 12 v | 2 | 2 | 16 | =23 20 |
1 1  DesignDay 63 days Wed 9/10/14 Fri12/5/14 _—
2 2 Planning 18 days Thu9/11/14 Tue 10/7/14
3 3 Design Robot 2days Thu 9/11/14 Sat9/13/14
4 Organize Tasks 7 days Sat9/13/14 Mon 9/22/14
5 5 Ordering Parts 11 days Tue 9/23/14 Tue 10/7/14 — James
6 6  Chassis Design 29 days Wed 9/17/14 Mon 10/27/14 T 1
7 07 First Draft 6 days Wed 9/17/14 Wed 9/24/14 [ Arvin
8 [8 SolidWorks 6 days Wed 9/24/14 Wed 10/1/14 i Roberto
9 o Modification 15 days Wed 9/24/14 Tue 10/14/14 — Both
10 10 3D Print 3 days Wed 10/15/14 Fri10/17/14 s Both
un Complete chassis model 7 days Fri 10/17/14 Mon 10/27/14. « 10727
12 12 Motor Control 29 days Wed 9/17/14 Mon 10/27/14 T 1
13 13 Test Motor Driver 2 days Sat9/27/14 Mon 9/29/14 e Priscila,Roberto
14 14 Test Stepper Motor 4 days Tue 9/30/14 Fri10/3/14 py Priscila,Roberto
15 15 Circuit Design 6 days Sat 10/4/14 Fri 10/10/14 g Priscila
16 |16 STM32-Programming 23 days Wed 9/17/14 Fri10/17/14 —
17 17 Mouse goes straight 23 days Wed 9/17/14 Fri10/17/14 « 10117
18 18 Assemble onto Chassis 5 days Tue 10/21/14 Mon 10/27/14 e All
19 19 Proximity Sensors 24 days Wed 9/24/14 Mon 10/27/14 —
20 |20 Test 3 days Wed 9/24/14 Fri9/26/14 e James
21 21 Circuit Design 5 days sat9/27/14 Thu 10/2/14 = James
2 22 STM32 Programming 14 days Thu 10/2/14 Tue 10/21/14 |
23 23 Sensors functions normally 14 days Thu 10/2/14 Tue 10/21/14 « 10721
24 |24 Assemble onto Chassis 5 days Tue 10/21/14 Mon 10/27/14 —
25 25  Power Supply 24 days Wed 9/24/14 Mon 10/27/14 —
2 |26 Battery Research 11 days Wed 9/24/14 Wed 10/8/14 P— James
27 |27 Test 3 days Thu 10/9/14 Sun 10/12/14 ==y James
28 |28 Fabrication 5 days Sun 10/12/14 Thu 10/16/14 sy James
29 29 Connect to Modules 5 days Tue 10/21/14 Mon 10/27/14 s All
30 30 Microcontroller 53 days Wed 9/17/14 Fri11/28/14 r 1
31 31 Motor Control using GPIO 11 days Wed 9/17/14 Wed 10/1/14 —] Duc
32 32 Sensor Control using ADC 5 days Thu 10/2/14 Wed 10/8/14 sy Richelle
33 33 PCB 9 days Thu 10/9/14 Tue 10/21/14 I Arvin,Duc
34 34 Assemble onto Chassis 4 days Wed 10/22/14 Mon 10/27/14 p— All
35 35 STM32 Programming 21 days Fri 10/31/14 Fri11/28/14 —
36 36 Mapping 6 days Fri10/31/14 Fri11/7/14 177
37 37 Maze Soving 6 days Fri11/7/14 Fri11/14/14 o+ 11/14
38 38 Speed Run 11 days Fri11/14/14 Fri11/28/14 « 11/28
39 39 Complete Robot 25 days Tue 10/28/14 Mon 12/1/14 « 121
Task Project Summary 1 1 Manual Task I Start-only C Deadiine +
Project: Project split T (e Inactive Task Duration-only TS Finish-only Progress —_—
Date: Wed 12/17/14 Milestone Inactive Milestone Manual Summary Rollup. sesss—— External Tasks Manual Progress —_—
Summary 1 inactive Summary Manual Summary 1 &xtemal Milestone

Page 1





image24.jpg
Calculated Speed
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Calculated Speed

Frequency (kHz) Frequency (kHz) Frequency (kHz)

(em/s) (em/s) (em/s)
4 15.71 13 51.05 22 86.39
5 19.63 14 54.98 23 90.32
6 23.56 15 58.9 24 94.25
i 27.49 16 62.83 25 0817
8 31.42 197 66.76 26 102.1
9 35.34 18 70.68 27 106.03
10 39.27 19 74.61 28 109.95
11 43.2 20 78.54 29 113.88
12 47.12 21 82.46 30 117.81
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MODE2 MODE1 MODEO STEP MODE
0 0 0 Full Step (2-phase excitation) with 71% current
0 0 1 1/2 step (1-2 phase excitation)
0 1 0 1/4 step ( W1-2 phase excitation)
0 1 1 8 microsteps / step
1 0 1 16 microsteps / step
1 0 1 32 microsteps / step
1 1 0 32 microsteps / step
1 1 1 32 microsteps / step
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